In this video we will discuss the concept of **deferred execution**. LINQ queries have two different behaviors of execution  
**1.** Deferred execution  
**2.** Immediate execution   
  
   
  
**LINQ operators can be broadly classified into 2 categories based on the behaviour of query execution**  
**1. Deferred or Lazy Operators -**These query operators use deferred execution.   
Examples - select, where, Take, Skip etc  
**2. Immediate or Greedy Operators -**These query operators use immediate execution.   
Examples - count, average, min, max, ToList etc  
  
Let us understand these 2 behaviors with examples.   
  
**LINQ Deferred Execution Example**

using System;

using System.Collections.Generic;

using System.Linq;

namespace Demo

{

    public class Student

    {

        public int StudentID { get; set; }

        public string Name { get; set; }

        public int TotalMarks { get; set; }

    }

    class Program

    {

        public static void Main()

        {

            List<Student> listStudents = new List<Student>

            {

                new Student { StudentID= 101, Name = "Tom", TotalMarks = 800 },

                new Student { StudentID= 102, Name = "Mary", TotalMarks = 900 },

                new Student { StudentID= 103, Name = "Pam", TotalMarks = 800 }

            };

            // LINQ Query is only defined here and is not executed at this point

            // If the query is executed at this point, the result should not display Tim

            IEnumerable<Student> result = from student in listStudents

                                          where student.TotalMarks == 800

                                          select student;

            // Add a new student object with TotalMarks = 800 to the source

            listStudents.Add(new Student { StudentID = 104, Name = "Tim", TotalMarks = 800 });

            // The above query is actually executed when we iterate thru the sequence

            // using the foreach loop. This is proved as Tim is also included in the result

            foreach (Student s in result)

            {

                Console.WriteLine(s.StudentID + "\t" + s.Name + "\t" + s.TotalMarks);

            }

        }

    }

}

**Output:**   
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**LINQ Immediate Execution Example 1**

using System;

using System.Collections.Generic;

using System.Linq;

namespace Demo

{

    public class Student

    {

        public int StudentID { get; set; }

        public string Name { get; set; }

        public int TotalMarks { get; set; }

    }

    class Program

    {

        public static void Main()

        {

            List<Student> listStudents = new List<Student>

            {

                new Student { StudentID= 101, Name = "Tom", TotalMarks = 800 },

                new Student { StudentID= 102, Name = "Mary", TotalMarks = 900 },

                new Student { StudentID= 103, Name = "Pam", TotalMarks = 800 }

            };

            // Since we are using ToList() which is a greedy operator

            // the LINQ Query is executed immediately at this point

            IEnumerable<Student> result = (from student in listStudents

                                           where student.TotalMarks == 800

                                           select student).ToList();

            // Adding a new student object with TotalMarks = 800 to the source

            // will have no effect on the result as the query is already executed

            listStudents.Add(new Student { StudentID = 104, Name = "Tim", TotalMarks = 800 });

            // The above query is executed at the point where it is defined.

            // This is proved as Tim is not included in the result

            foreach (Student s in result)

            {

                Console.WriteLine(s.StudentID + "\t" + s.Name + "\t" + s.TotalMarks);

            }

        }

    }

}

**Output:**   
![linq immediate execution example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALwAAABCCAIAAABisyuVAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAAUHSURBVHic7Zw9eqM6FIbFXQukyJMVyCvAblKldYdLaNylnC4NlNBN6yoNsAJYQR4XFnvRLfiTQMJgsPHMfG8VK0I6Rzo6gP1JhAAAAAAAAAAAAODBUJ9xzplPu0Wcc84TZ7DmZJyE9xE7eQiCFa07Sq81Q/Ev4yScM9/xmRgKZSGV/1TWnAFdrKXpOEnTdWvGgNedQkBIdwKdRFhU1GfiCltuqhUtCYtaMoD5tMkMidNWu9UQyac6gJReDw3F389/46vSV4sUlx+hxHp9wPqiPstcdjAMwzCMTWCF7QSZbvb+XRYXdsizl6/yA3F/3xQ2ufeV2mEVf6EV7L1c7fVKQ/EsTAgamfzMlrRDC/3YmelhG1W9el+pMEH1P/JTXLQfzoyYL2839RZtjUNqhzxzSbD38t7/lV4/aiiehpuDhr5aS9qh5e3FlD7/XIpbI+I6TsJ5lbviXaa4zSm9ftRQPA0Tgqa/gtm5vxaX5udSSJ/fXkz5xrAc1D/aRfCrTFfePijM3QdVer3OUDwNUzJN9J0S+718oHA+XTP9ju5jlEh+igs7rB9jqH+0i/h0nwmSQoF+7EzCzrna61WG4unpfmtSZer2PaZJ3ZqaN6N4e9J+eaJ+gZFebaYhOqP6nkYwTFkIAAAAAAAAAAAAAAAAAAAANIzUCC8olpV/x1pDDQeN8AymaITrGjN+KGw7aLqjPnv4dEAjvADjNcL92rcgBo3Un2JZQyO8GgtqhJ1P11xS69L25yS/yd6oxcDHJiSgEV6HJTTC1WoP7fRgKXS1NyLEYLSt281Psaj2hEZ4FZbQCEfbaqvA5Tj/KcR0s/IeE1rBpo6V9u6UueaVBuYAjfAoltQI56e4mJ2ni2BThqDRZC0nEfewFMPXzwAa4ZHM1ghTnzWPprWs9n44n3fMNNAIz2S8Rljc/jj3zVN+e1JYw3w/qe6A0AgDAAAAAAAAAAAAAAAAAACAO/HPyedWRPsr9/oa75V4fPR1enx+zfGQNKKRtsgHsYL7Em0FLdGfhUbj7SSlPKFNP8qTocXSnqqis47UonGeOIIggkpGNHU6SoXqn9JSVZinb0esrCxUrRyN/b1LlE4peqzNUw9CNzFJ83TN1HvTM6b1iMs2S0PVDoVstDbptztghNmTdly1Xag7kzuQk7v6iqF2OpZKG2lUu2rE/kpfdJdonFLenuqgUdXXBs2gWw9BDJrOJh/tam8u6o/umF1M7WjoxqXtvReE1Gc88fvZR2XeUDsD4i7Szb+98Ri8RDvZA0Gjqq8p1zq7PEPPNEqNt74W5zy0y7LcszaBFQpZtV9SM0U0Hv0KCvvdqc4x70ksbbffgsq8a+20jDn6unOs8UNPy+6gdHZ5Rj0IDz6XpZXku1M19yzDMIwDc7NqWfRLyGTReH6KC/vd0cx1euhvelKbN9xOy5ijrzsh8cDTsnto5mJpbt7CQgipxv44lAS7Q6gqqRglGi/Pos60Uu7c2wekjsoB84bbabZUXD36OvpOSdOFkzCf3nZa9oRNHPmZ1aJ26rMmoVyZC+XzwfhCiXlBQ3LP2sS7NidKj8vlLYcdtpGqpCTaHlI75JxzfrwE6YgeT3FBCNHnh9yzDqkdMp9qzRtsJz/FhelmVd2qtcr0Xdy7TUfbTUCqu8Lxsvfy65eoXGp7vE47ZtnL16EZswFnwfxzBpZtBzw/iBkwFcQMAAAAAAAAAIA/g/8BMhiegGCOZTYAAAAASUVORK5CYII=)   
  
**LINQ Immediate Execution Example 2**

using System;

using System.Collections.Generic;

using System.Linq;

namespace Demo

{

    public class Student

    {

        public int StudentID { get; set; }

        public string Name { get; set; }

        public int TotalMarks { get; set; }

    }

    class Program

    {

        public static void Main()

        {

            List<Student> listStudents = new List<Student>

            {

                new Student { StudentID= 101, Name = "Tom", TotalMarks = 800 },

                new Student { StudentID= 102, Name = "Mary", TotalMarks = 900 },

                new Student { StudentID= 103, Name = "Pam", TotalMarks = 800 }

            };

            // Since we are using Count() operator, the LINQ Query is executed at this point

            int result = (from student in listStudents

                          where student.TotalMarks == 800

                          select student).Count();

            // Adding a new student object with TotalMarks = 800 to the source

            // will have no effect on the result as the query is already executed

            listStudents.Add(new Student { StudentID = 104, Name = "Tim", TotalMarks = 800 });

            // The above query is executed at the point where it is defined.

            // This is proved as Tim is not included in the count

            Console.WriteLine("Students with Total Marks = 800 : " + result);

        }

    }

}

**Output:**   
![force linq query execute immediately](data:image/png;base64,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)